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Security should not be left until the end of a software development life cycle, because it is the most important aspect of the project. Security should always be a top-most priority and implemented at the beginning of the development life cycle. As with all aspects of coding, there are standards to adhere to, and learning to apply secure coding standards should be of absolute importance.

I think a core set of high-level secure software development standards should be added to a software development lifecycle. Clear communication of this structure should be addressed and shared with all stakeholders and developers at the onset of a project. This will help to reduce the number of vulnerabilities in released software, help to mitigate the potential impact of exploitation of undetected vulnerabilities, and to prevent future incidents.

 When thinking about Zero Trust, trust is a vulnerability in terms of security.  Once a layer on the network is breached, users and attackers are free to move laterally and access data with no limit. it's important to identify and know how traffic moves across the organization in relation to whatever layer users have access to. Understanding who the users are, which applications they are using and how they are connecting is the only way to enforce policy that ensures secure access to the data.  The potential of breach without zero trust is too easy - it's almost a misstep in overall secure coding.

One way to prevent threats, is to validate user input, as this can prevent SQL injection attacks. This can be done by using strong encryption mechanisms to protect the keys, encoding data so that special characters are suitably handled, and ensuring that the server validates all input. Another method is to implement access control, which involves limiting permissions to the least team members as possible. It is recommended that users should not be able to rollback their privileges, and that user’s activities cannot be cached – to keep sensitive information protected. Another important method is to recognize input length, as this can prevent buffer overflow attacks. This should be done by only accepting a set input length and data types within certain fields. Insecure coding by not instilling a secure database design, can lead attackers to have easy access to data that can be manipulated. This can cause malicious attacks done through the main database. This one goes along with validating user input data and ensuring that write access is only given to authorized team members.

I think I would ensure that secure coding methods are in place – and specifically that of encryption. If encryption is enabled at the onset of the code and functions, this can help to build a solid base for security. I like the idea of encrypting passwords using the XOR algorithm. The XOR cipher makes sense to me when it is enabled for simple strings by text and key. I would also be sure to prevent buffer overflow, by limiting input length of appropriate fields where necessary. By being proactive with just these two methods, I feel, would keep a project on track with security, and not downplaying security attacks
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